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Abstract

Process planning for additive manufacturing (AM) today relies heavily on multi-physics, multi-scale simula-

tion. The focus of this paper is on one aspect of AM simulation, namely, part-level elasto-plastic simulation

for residual stress and distortion predictions. This is one of the crucial steps in AM process optimization,

but is computationally expensive, often requiring the use of large computer clusters.

The primary bottleneck in elasto-plastic simulation is the repeated solution of large linear systems of

equations. While there is a wide range of linear solvers, most cannot exploit the unique structured nature

of the mesh underlying AM. Here, we revisit a specific matrix-free solver, namely rigid-body deflated solver

that has been very successful for solving large linear-elastic problems in such scenarios. The salient feature

of this solver is that the stiffness matrix is never assembled, thereby reducing the memory requirements

significantly, leading to large computational gains.

The objective of this paper is to extend the above solver to elasto-plasticity by efficiently updating the

element tangent stiffness matrices, and the corresponding deflation matrix. The performance of the proposed

method is evaluated on a benchmark problem using multi-core CPU and GPU architectures, and compared

against ANSYS. Then, part-level residual stresses and distortion are predicted using the proposed solver.

The present work is restricted to associative plasticity with von-Mises yield criteria, but can be extended to

other plasticity models.

Keywords: Elasto-plasticity, Matrix-free deflation, Selective laser melting, Residual stresses.

1. Introduction

Additive manufacturing (AM) has gained significant importance in recent years due to its ability to

produce intricate designs, with minimal tooling [1]. In particular, the selective laser melting (SLM) process

relies on a laser source to melt metal powder, layer-by-layer. SLM can produce parts with high complexity

and precision, and excellent mechanical properties. However, due to the inherent rapid heating and cooling,

significant residual stresses can develop [2], resulting in build failure, recoater induced damage, distortion,

warping, dimensional inaccuracy, etc [3] [4], [5].

The ability to predict these residual stresses through simulation is essential for process understanding and

improvement. As is now well recognized, SLM simulation is inherently complex, entailing multiple physics

(thermal, fluid and structural) [6] and multiple-scales (micro [7], meso [8] and part-level [9]) (see [10] [11]

[12] for details). Typical SLM simulations include melt pool modeling [13], microstructure predictions [14],
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part-level thermal analysis [15], part-level distortion analysis [16], etc. While each of these is critical for

a comprehensive understanding of the SLM process, the focus of this paper is on part-level elasto-plastic

analysis for predicting residual stresses and distortion. In particular, the paper addresses the underlying

computational challenges.

The remainder of this paper is organized as follows. In Section 2, an overview of SLM simulation is

presented, followed by a discussion on the key elasto-plastic computational challenge, namely, repeated

solution of large systems of equations. Since prior work on solution of linear systems is vast, only critical

observations relevant to this paper are made. In Section 3, a specific matrix-free method for solving large

systems of equations is considered. Given its inherent advantages in AM simulation, this method is extended

for solving elasto-plastic problems. This is followed by a description of the proposed algorithm. In Section

4, the performance of the proposed method is evaluated on a benchmark problem using multi-core CPU and

GPU architectures, and compared against ANSYS. Then, in Section 5, the proposed method is employed

for residual stress prediction using inherent-strain analysis. Conclusions and future work are summarized in

Section 6.

2. Literature review

Part-level SLM simulation is of significant interest today. This is however non-trivial since the tempera-

ture changes are large and rapid, and therefore the simulation entails small time steps, and a fine resolution of

the geometry. In addition, the behavior is strongly non-linear (temperature dependent conductivity, elasto-

plasticity, etc). All of these challenges lead to a common computational challenge: repeated solution of large

linear systems of equations with millions of degrees of freedom.

Despite significant advances in the solution of linear systems [17] [18], AM part-level simulation can take

hours or even days [9]. To quote [6]: For example, the run-time for these two models on a 16 core dual

Xeon system with 14 core utilization, were six hours (without phase transition), and approximately 70 hours

when phase transition was included. In particular, elasto-plastic analysis is one of the major computational

bottlenecks. As indicated in [9] where thermo-mechanical simulation of AM process was carried out with

adaptive mesh coarsening, elasto-plastic analysis was twice as expensive as non-linear thermal analysis.

Furthermore, due to the size of the underlying matrices, standard desktops are often insufficient, entailing

the use of expensive computer clusters.

Various strategies have been proposed to alleviate some of these challenges. For example, adaptive mesh

techniques are often used [9], [15], [19], with fine discretization near regions of interest. However, repeated

re-meshing will lead to additional computational and robustness issues. Therefore, a uniform voxel-based

mesh is typically used in SLM simulation (see Section 3) via a quiet or inactive element approach. In the

quiet approach, all finite elements within the part are assembled into the global stiffness matrix, but the

elements yet to be deposited are assigned void material properties. The quiet method is simple to implement,

but is inefficient and can lead to ill-conditioning. The inactive method uses an evolving mesh, and includes
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only the active elements for simulation. This can be beneficial especially during the initial stages. However,

both methods involve explicit assembly of the underlying (tangent) stiffness matrix.

A fundamental premise of this paper is that the computational bottleneck in the solution of linear system

is memory access [20]. In other words, fetching data from memory is excruciatingly slow compared to

computing on it. This is a well known observation; for example, on a typical Intel I7 desktop, it takes 1

nano-second to multiply two doubles on the CPU, but it takes 70 nano-seconds to fetch these from memory

[21].

Thus, data-compaction and limiting memory usage is key to computational speed-up. With this in mind,

we propose here a voxel-based, matrix-free method for solving the elasto-plastic problem. The proposed

method does not require the assembly of the underlying tangent matrix. Instead, the data is stored in a

limited number of element matrices, and the linear system is solved efficiently using a novel incremental

deflation method.

3. Proposed Methodology

Before discussing the proposed methodology, the finite element model and underlying assumptions are

described next.

3.1. Finite Element Discretization

Most part-level SLM simulations today rely on a structured voxel mesh (as opposed to an unstructured

tetrahedral mesh). All elements in a voxel mesh are geometrically identical; see Fig. 1; such meshes are

simple to generate, and have low memory foot-print. Furthermore, in SLM simulation, voxelization is often

the only practical approach for achieving fine resolution. Further, the voxel mesh ties-in conveniently with

the layer-by-layer fabrication. A drawback of a voxel mesh is that it does not necessarily conform to the

boundary; this is rarely of concern in such applications due to the fine resolution of the voxel mesh.

Figure 1: Voxelization of the twin-cantilever model.

3.2. Finite Element Model

Once the part is discretized, SLM part-level simulation is typically carried out in two distinct steps: (1)

a transient thermal analysis (either layer-by-layer, or scan-by-scan), with or without phase-change modeling

[9], followed by a (2) elasto-plastic analysis that uses the thermal load to compute residual stresses (again
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layer-by-layer, or scan-by-scan). In this paper, we will assume that a thermal load has been computed, and

will focus our attention on the second phase of elasto-plastic analysis.

For elasto-plastic analysis, one must employ a suitable mathematical model to capture plasticity. While

there are various such models [22], we will use the small-deformation associative plasticity model with von-

Mises yield criteria [23]; see ??. The proposed methodology is not restricted to this model, i.e., other

plasticity models can be used as well. Given a plasticity model, an elasto-plastic analysis (at each step

during the deposition process) leads to the following nonlinear equilibrium equation [23]:

0 = fth − Fint(u) (1)

where fth is the thermal load, and Fint is the internal force given by:

Fint(u) =
∑
ne

∫
ve

BTσ(u)dv (2)

Here, BT is strain-displacement matrix, σ is the Cauchy stress tensor and ne is the number of elements.

Due to the nonlinear nature of this problem, the equilibrium state must be solved in an iterative manner.

Specifically, one must repeatedly solve the (differential) linear system of equations:

Kk
t

(
uk−1

)
δuk = fth − Fint

(
uk−1

)
(3)

where the tangent stiffness matrix Kk
t is given by:

Kk
t =

∑
ne

∫
ve

BTDk
tBdv (4)

and Dk
t is the tangent constitutive matrix described in A.21. Then the displacement is updated via:

uk = δuk + uk−1 (5)

The reader is referred to [23] for additional details.

To provide a computational context for this problem, note that:

• Assuming a simple layer-by-layer simulation, 10,000 or more simulations steps will be needed.

• At each simulation step, the linear system must be solved 4 to 8 times to find the equilibrium state.

• Finally, the typical size of the matrix Kk
t is in the order of 106.

These facts highlight the importance of solving Eqn. 3 efficiently. For simplicity, in the remainder of this

paper, we will rewrite Eqn. 3 as:

Ktδu = δF (6)

There are numerous methods for solving such equations, and these can be classified into two broad

classes: direct and iterative. Direct solvers are robust, but are memory intensive, and therefore not suitable

4



for solving large systems of equations. Iterative methods, on the other hand, are designed for large-scale

problems. In particular, conjugate gradient is one of the most popular iterative methods [24].

CG solvers compute increasingly accurate solutions δuj to Eqn. 6 through residual minimization (see

[25] for details). Residual minimization, in turn, entails sparse matrix-vector multiplication (SpMV) of the

form Ktδuj . Thus, to reduce the computational cost of solving Eqn. 6 via iterative methods one must:

• Reduce the cost of sparse matrix-vector multiplication (SpMV) Ktδu, for any given vector δu.

• Reduce the number of CG iterations needed for convergence.

The remainder of this paper will focus on these two tasks, within the context of elasto-plastic simulation.

3.3. Matrix-Free SpMV

Let us consider the first task of computing Ktδu. The classic approach is to assemble the matrix, and

then multiply with the vector, i.e.,

Ktδu ≡

[ ∏
assemble

K
(e)
t

]
δu (7)

Here K
(e)
t are the element tangent stiffness matrices. Almost all commercial solvers rely on this well-

established matrix-ready approach. Further, when the underlying mesh is unstructured, this is often the

only viable approach.

However, when the mesh is structured, an alternate approach is the matrix-free approach [26] that

advocates multiply at an element level, then assemble, i.e.,

Ktδu ≡
∏

assemble

(
K

(e)
t δu(e)

)
(8)

While the two are mathematically equivalent, the matrix-free approach is particularly effective here due to

the voxel mesh (see Fig. 1). In particular, if the material is purely elastic, only one instance of the element

stiffness matrix K
(e)
t needs to be computed and stored. This significantly reduces the memory requirements,

and consequently the computational time.

However in elasto-plastic simulation, although all elements are geometrically identical (due to the voxel

mesh), the element tangent matrices will differ due to the differing material state. Fortunately, we can still

achieve a significant reduction in memory by observing that K
(e)
t , for each element, can be expressed as the

sum of two components [23]:

K
(e)
t = K

(e)
t(elastic) +K

(e)
t(∆) (9)

where

K
(e)
t(elastic) =

∫
ve

[
BT (Delastic)B

]
dv (10)

and

K
k(e)
t(∆) =

∫
ve

[
BT

(
Dk

t −Delastic

)
B
]
dv (11)
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In the above equations, Delastic is the standard elastic constitutive matrix, and Dk
t is the tangent constitutive

matrix described in Appendix A.

Observe the following regarding the elastic component K
(e)
t(elastic): (1) it does not change during the entire

SLM simulation, and (2) it is identical for all elements. In other words, only one instance of K
(e)
t(elastic) needs

to be computed and stored at the start of the simulation. On the other hand, K
k(e)
t(∆) must be computed

during each Newton iteration k, and for each element that is currently exhibiting plastic behavior. Since

only a small percentage of elements are typically on the plastic envelope (see numerical experiments), a

significant reduction in memory usage (and therefore increase in computational speed) can be achieved, as

we demonstrate later on.

Thus, we express the matrix-free version of SpMV for elasto-plasticity as:

Ktδu ≡
∏

assemble

(
K

(e)
t(elastic)δu

(e)
)

+
∏

assemble

(
K

k(e)
t(∆)δu

(e)
)

(12)

The first component must be computed for all elements, while the second component must be computed

only for elements exhibiting plastic behavior. This simple splitting leads to fast SpMV as we shall later

demonstrate.

3.4. Incremental Rigid Body Deflation

Next, we focus on reducing the number of CG iterations, needed for convergence. In traditional matrix-

ready implementations of CG (where the matrix is assembled), one can rely on pre-conditioners such as

incomplete-LU to accelerate CG. However, in the matrix-free approach, such pre-conditioners are not easy

to compute since the global matrix is not readily available. In other words, not having access to the fully

assembled matrix prevents the use of classic matrix-ready pre-conditioners.

Several simple matrix-free pre-conditioners have been proposed; these include Jacobi preconditioning

(diagonal scaling), element-by-element preconditioning [27], element based symmetric Gauss-Seidel, element

matrix factorization (EMF) [28], [29]. The analysis in [28], [29] shows that these methods are not efficient

for large-scale problems.

Multigrid methods [30] and rigid-body-deflation, on the other hand, have shown to be been very effective

for large scale problems [31], [32], [33]. The two methods are similar and the underlying concept is to

aggregate topologically close-by finite-element nodes (or degrees of freedom) to eliminate the ill-effects of

small eigenvalues. The aggregation process largely differentiates the two methods; see [34] for a comparative

analysis. In this paper, we use the matrix-free rigid-body-deflation method due its superior performance in

the context of elasticity problems [20], [34], with the goal of extending it to elasto-plastic problems.

The concept behind the rigid-body deflation method is to construct a deflation matrix W , whose columns

approximately span the low eigenvectors of the global matrix. Obviously, since the computation of low

eigenvectors is expensive, the idea is to utilize the rigid body modes of agglomerated groups of nodes as

an approximate representation of low order eigenmodes [35] [36]. The definition of the W matrix depends
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entirely on the finite element mesh. To illustrate, consider the finite element mesh in Fig. 2a. The first

step is to aggregate the mesh nodes into a small number of groups; for example, the nodes in Fig. 2a are

aggregated into 4 groups as illustrated in Fig. 2b.

 

b. a. 

Figure 2: The aggregation concept [20].

Then, all nodes within a group are treated as a rigid-body, i.e., the degrees of freedom associated with

every node within a group are expressed as follows:
δux

δuy

δuz

 =


1 0 0 0 z −y

0 1 0 −z 0 x

0 0 1 y −x 0

µg (13)

where µg =
{
u0 v0 w0 θx θy θz

}T

are the six unknown rigid body parameters associated with that

group. The global vector δu can then be expressed as:

δu = Wµ (14)

In the above example, since there are four groups, the vector µ is of length 24, i.e., the the number of columns

of W is 24. In practice, the number of groups can vary from 100 to 2000, i.e., the number of columns of W

ranges from from 600 to 12000. We will later study the impact of this choice on convergence. Note that W

is not constructed explicitly; see discussion below.

Given the projection δu = Wµ, the matrix problem in Eqn. 6 reduces to

K̃tµ = f̃ (15)

where

K̃t = WTKtW (16)

is the deflated tangent matrix and

f̃ = WT δF (17)

Since K̃t is small, the linear system can be solved efficiently using a direct solver. Further, since the matrix

W is sparse and purely mesh dependent, the matrix K̃t can be computed without explicitly constructing W

or Kt. Later on, we describe how the matrix K̃t is employed in the deflated-CG algorithm.
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In contrast to elastic simulation, in elasto-plastic simulation, the deflated matrix K̃t changes during

every Newton iteration, and must be recomputed. This can get computationally expensive. To reduce this

computation, we note that only the Kt(∆) component of the tangent stiffness matrix changes during the

iteration.

This leads to the concept of incremental deflation matrix δ̃K which is defined as the difference in the

deflated tangent matrix between two successive iteration:

δ̃K = WT
(
Kk

t(∆) −K
k−1
t(∆)

)
W (18)

As the numerical experiments later confirm, this reduces the computational cost significantly.

3.5. Algorithm

Given these concepts, the main algorithm for the iterative solution of Eqn. 3 is described below.

Algorithm 1 Newton’s Semi-smooth iterative method

Input: The thermal load fth

Output: The displacement u

1: procedure Newton iteration

2: Initialize u0

3: Compute the elastic element tangent matrix K
(e)
t(elastic)

4: k ← 1

5: while
∥∥δuk∥∥/(∥∥uk∥∥+

∥∥uk−1
∥∥) > εNewton do

6: Compute K
k(e)
t(∆), δF

k . Elastic predictor, plastic corrector algorithm [See Appendix A]

7: Solve Kk
t δu

k = δF k . Algorithm [2]

8: uk = δuk + uk−1

9: k = k + 1

10: end while

11: end procedure

The algorithm for solving step 6 in the above algorithm is described below.
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Algorithm 2 Incremental Deflated CG

Input: δF k,W,Kk
t

Output: δuk

1: procedure Incremental Rigid Body Deflation . Solve Eq. (3)

2: if k ← 1 then

3: Construct K̃t

k
= WTK1

tW and set δ̃K
k

= 0

4: else

5: δ̃K
k

= WT
(
Kk

t(∆) −K
k−1
t(∆)

)
W ; K̃t

k
= K̃k−1 + δ̃K

k

6: end if

7: Let δu0 = 0 and r0 = δF k −Kk
t δu0

8: Solve K̃t

k
µ̂0 = WTKk

t r0 for µ̂0 and set p0 = r0 −Wµ̂0. . Standard Deflated CG algorithm

9: j ← 1

10: while ‖rj−1‖ > εCG do

11: αj−1 = rTj−1rj−1/p
T
j−1K

k
t pj−1

12: δuj = δuj−1 + αj−1pj−1

13: rj = rj−1 − αj−1K
k
t pj−1

14: βj−1 = rTj rj/r
T
j−1rj−1

15: Solve K̃t

k
µ̂j = WTKk

t rj for µ̂j

16: pj = βj−1pj−1 + rj −Wµ̂j

17: j = j + 1

18: end while

19: end procedure

Note that the computationally expensive steps are 11 and 15; SpMV is required in both steps, and a

direct solver [37] is used in step 15. Alternately, one can use recursive deflation in step 15.

4. Benchmark Experiments

As a demonstration of the proposed method, we first consider its performance using a simple benchmark

problem proposed in [23]. The 2D benchmark problem considered in [23] is illustrated in Fig.3a, where

all units are in meters. Here, we consider the equivalent 3D problem with 1 meter thickness and sliding

boundary conditions on the out-of-plane surfaces. The applied traction on the top surface in Fig. 3a can be

varied to achieve different levels of plasticity. A typical deformation and von-Mises stress plot is illustrated

in Fig. 3b.
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Figure 3: L Bracket geometry subject to plastic deformation.

The benchmark experiments are conducted under the following conditions:

• The stopping criterion εNewton in Algorithm 1 is 10−8

• The stopping criterion εCG in Algorithm 2 is 10−9.

• The material parameters are (to be consistent with [23]): E = 206900 N/m2 (Young’s modulus), ν =

0.29 (Poisson’s ratio), and yield stress Y=450 N/m2.

• The 3D geometry is discretized into 1,000,000 hexahedral elements (unless otherwise stated), and 8

Gauss quadrature points are used per element for numerical integration.

• The implementation is in C++, on a standard Windows 10 desktop with Intel(R) Core(TM) i9-9820X

CPU running at 3.3 GHz with 16 GB memory. For parallel implementation, OpenMP is used for

matrix-vector Ktδu (SpMV) operations (see Section 4.2) performed in parallel.

• For the GPU implementation, NVIDIA GeForce RTX 2070 with 2304 cores and 8GB GDDR6 memory

configuration) with CUDA is used.

4.1. Questions being Investigated

The questions being investigated through the experiments below are:

• SpMV: Does the proposed matrix-free SpMV implementation for Ktδu retain its efficiency in the

presence of plasticity? How does the performance depend on the number of elements?

• Deflated Matrix: Is the proposed incremental method for computing the deflated matrix WTKtW

significantly better than the conventional approach? How does it depend on the percentage of plasticity

and the number of elements?

• Deflation: Does deflation improve CG convergence in the presence of plasticity, and how does the

convergence depend on the number of elements?
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• ANSYS Comparison: Is the proposed method accurate, and how does its accuracy and performance

compare against a typical commercial solver such as ANSYS?

• Impact of Voxelization: What is the impact of voxelization, as compared to a conforming mesh, on

the percentage of plasticity predicted?

Each of these questions is answered in the following sections.

4.2. Experiments on SpMV

The first experiment focuses on the SpMV operation, i.e., computing Ktδu, since it is by far the most

time-consuming part of the algorithm. For linear elasticity, it was reported in [20] that significant gains in

SpMV can be achieved via a matrix-free approach. The objective here is to investigate the same via the

modified SpMV approach for different levels of plasticity.

The results for computation using CPU are summarized in Fig. 4 for 1 million elements; they confirm

that matrix-free SpMV is indeed much more efficient than the classical assembled approach, even for large

percentages of plasticity (for simplicity, the reported time for the assembled approach is for zero plasticity;

the reported time increases with increasing plasticity).

A s s e m b l e d 0 % 1 % 2 % 5 % 8 % 1 1 % 1 6 % 2 2 %
0 . 0

0 . 2

0 . 4

0 . 6

0 . 8

1 . 0

Tim
e fo

r o
ne 
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MV

 co
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uta
tio

n (
s)

P l a s t i c i t y  p e r c e n t a g e

M a t r i x - f r e e  S p M V

A s s e m b l e d  S p M V  

Figure 4: SpMV computation time for increasing plasticity percentage.

Next, the percentage of plasticity was kept constant at 1% and the number of elements was varied, and

the time taken to carry out a matrix-free SpMV was noted. As one can observe in Fig. 5, matrix-free

SpMV behaves linearly with respect to the number of elements. This result is to be expected; similar results

were observed for higher percentage of plasticity as well. Note that the relationship between the degrees of

freedom NDOF and the number of elements ne depends on the structure of the mesh; for this example, the

two were approximately related as follows: NDOF = 3.002× ne.
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Figure 5: SpMV computation time for increasing number of elements.

4.3. Experiments on Deflated Matrix Computation

Next, we consider the proposed incremental approach to computing WTKtW and compare it against the

conventional approach of computing it afresh during each Newton iteration.

First, the number of elements is kept constant at 1 million, and the percentage of plasticity was varied.

The time to compute WTKtW via the two approaches are summarized in Fig. 6. The computational time for

the conventional (full) method is almost independent of the plasticity percentage. The incremental approach

is less expensive, but rises with increasing levels of plasticity. This is to be expected since the incremental

portion increases with plasticity.

0 3 6 9 1 2 1 5 1 8 2 1

3

4

5

6

7

Wa
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im
e (s

)

%  P l a s t i c i t y  

 I n c r e m e n t a l  W T K t W  
 F u l l  W T K t W

Figure 6: WTKtW computation time for increasing plasticity percentage.

While the difference in computational gain appears to be minimal for 1 million elements, we observed a
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significantly larger gain for higher density mesh. Specifically, the plasticity was kept constant at 1% and the

number of elements was varied. The time comparison for the two approaches is summarized in Fig. 7. Note

that, in incremental deflation, the deflation matrix is only computed when an element is/was in a plastic

state. For 1% plasticity, the number of such elements is relatively small, and therefore the computation time

is only weakly dependent on the total number of elements. On the other hand, for full deflation, the deflation

matrix is computed for all elements. and is therefore strongly dependent on the number of elements.

2 5 5 0 1 0 0 2 0 0 5 0 0 1 0 0 0 3 0 0 0

0
1
2
3
4
5
6
7
8
9

Wa
ll-c

loc
k T

im
e  (

s)

E l e m e n t s  ( × 1 0 3 )

 F u l l  W T K t W
 I n c r e m e n t a l  W T K t W

Figure 7: Time required for constructing deflated matrix K̃t (= WTKtW ) for increasing number of elements

4.4. Experiments on Deflation

The next set of experiments is on the importance of deflation while solving Eqn. (3). It was reported in

[20] that, for pure elasticity, deflation can be very effective in accelerating CG. Here, a numerical experiment

with 1% plasticity was conducted with varying number of deflation groups, and the CG-convergence rate

was recorded. We observe in Fig. 8 that, with no deflation, pure CG exhibits very poor convergence, while,

with deflation, rapid convergence can be observed. As illustrated in Fig. 8, a few hundred deflation groups

is typically sufficient.
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Figure 8: Impact of deflation on CG convergence.

Fig. 9 illustrates the computational time for increasing number of elements and varying DCG groups,

and fixed percentage of plasticity. The importance of DCG is more pronounced as the number of elements

is increased.
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Figure 9: Impact of deflation groups on computation time.

Next, the number of elements was kept constant at 1 million, and the percentage of plasticity was varied.

Fig. 10 illustrates a dependence of number of DCG iterations on plasticity. Note that the x-axis corresponds

to increasing load, i.e., increasing percentage plasticity at equilibrium, while the y-axis corresponds to the

observed DCG iterations, during each Newton iteration. The numerical experiments illustrate the following:

• Zero Plasticity: For a loading condition corresponding to zero plasticity at equilibrium, only two
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Newton iterations (k = 2) are needed; further, the number of DCG iterations is small in both Newton

iterations since the material is in a pure elastic state.

• Increasing Plasticity: As the loading is increased (along the x-axis), the number of Newton iterations

required to reach equilibrium also increases. For the first Newton iteration (k = 1), the number of

DCG iterations matches that of “zero plasticity” since it corresponds to an initial elastic state. For

higher values of k, DCG iterations increases, but not necessarily monotonically.
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Figure 10: DCG iterations for increasing plasticity percentage

4.5. Comparison against ANSYS

The proposed method was compared with ANSYS 19.1 Mechanical APDL module for the above bench-

mark problem. In ANSYS, the solid 185 type brick element with 8 nodes was used with identical plasticity

model, and the solver was the defaulty assembled pre-conditioned CG, supported by ANSYS.

The first comparison was on accuracy: the number of elements was kept constant at 500,000 and the

percentage of plasticity was varied. Fig. 11 captures the difference in the maximum displacement between

ANSYS and proposed method. The difference is minimal and can be attributed to the different convergence

criteria; this difference did not vary when the number of elements was increased. Further, note that the

maximum stress is the yield stress and is therefore not reported here.
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Figure 11: Difference in the maximum displacement predictions between ANSYS and proposed method.

The next numerical experiment was on speed comparison between the proposed method and ANSYS,

a commercial software. Recall that steps 11 and 15 of Algorithm 2 are computationally expensive SpMV

operations. Parallelization of SpMV is critical, and was implemented on the CPU through OpenMP, and on

the GPU, using CUDA using the strategy proposed in [20]; see Algorithm 3.

Algorithm 3 Matrix-free SpMV on GPU

Input: Kk
t(∆),K

(e)
(elastic), x

Output: y

1: procedure SpMV on GPU: Host code

2: Call Cuda Kernal for SpMV: y(elastic) = KElasticSpMV(K
(e)
t(elastic), x) . Algorithm 4

3: Call Cuda Kernal for SpMV: y(∆) = KDeltaSpMV(Kk
t(∆), x) . Algorithm 5

4: Synchronize threads

5: y ← y(elastic) + y(∆)

6: end procedure

The pseudo code for step 2 in Algorithm 3 is described below.
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Algorithm 4 Cuda Kernal for SpMV: y(elastic) = KElasticSpMV(K
(e)
t(elastic), x)

Input: K
(e)
t(elastic), x

Output: y(elastic)

1: procedure Cuda Kernal for Matrix-free SpMV: y(elastic) = Kt(elastic)x

2: threadId← blockIdx.x ∗ blockDim.x+ threadIdx.x

3: node← threadId . Each node is assigned a thread

4: if node < MaxNodes then

5: NDof = gather Dofs corresponding to node from global input vector x ()

6: Neighboring elements = find all Elements associated with the node ()

7: temp← 0

8: for each element e ∈ Neighboring elements do

9: dof = find Dofs of element e corresponding to node ()

10: temp + = K
(e)
t(elastic)[dof, dof ] ∗ x[NDof ] . Note that K

(e)
t(elastic) is same for all elements

11: end for

12: y(elastic)[NDof ]← temp

13: end if

14: return y(elastic)

15: end procedure

The pseudo code for step 3 in Algorithm 3 is described below.
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Algorithm 5 Cuda Kernal for SpMV: y(∆) = KDeltaSpMV(Kk
t(∆), x)

Input: Kk
t(∆), x

Output: y(∆)

1: procedure Cuda Kernal for Matrix-free SpMV: y(∆) = Kk
t(∆)x

2: threadId← blockIdx.x ∗ blockDim.x+ threadIdx.x

3: node← threadId . Each node is assigned a thread

4: plastic Elements = set of all plastic elements()

5: if node < MaxNodes then

6: NDof = gather Dofs corresponding to node from global input vector x ()

7: Neighboring elements = find all Elements associated with the node ()

8: temp← 0

9: for each element e ∈ Neighboring elements do

10: if e ∈ plastic Elements then

11: dof = find Dofs of element e corresponding to node ()

12: K
k(e)
t(∆) = get Elemental Kk

t(∆) correonding to e () . K
k(e)
t(∆) is different for all plastic

elements

13: temp + = K
k(e)
t(∆)[dof, dof ] ∗ x[NDof ]

14: end if

15: end for

16: y(∆)[NDof ]← temp

17: end if

18: return y(∆)

19: end procedure

Other major operations involved in the the GPU implementation of Algorithm 2 include: (1) the restric-

tion operation y = WTx in steps 8 and 15, and (2) the prologation operation Wµ̂ in steps 8 and 16. In the

restriction operation, each deflation group is assigned a thread as illustrated in Algorithm 6. On the other

hand, each node is assigned a thread in prolongation operation (see Algorithm 7), which computes a part of

the output vector corresponding to the assigned node. Low-level operations such as dot-product and vector

addition were implemented using CUBLAS library.

18



Algorithm 6 Cuda Kernal for Restriction y = WTx operation

Input: Mesh and deflation group information (W ), x

Output: Vector y

1: procedure Cuda Kernal for Restriction operation: y = WTx

2: threadId← blockIdx.x ∗ blockDim.x+ threadIdx.x

3: group← threadId . Each deflation group is assigned a thread

4: if group < MaxGroups then

5: GDOF = gather Dofs corresponding to group ()

6: temp← 0

7: for each node ∈ group do

8: NDOF = gather Dofs corresponding to node from input global vector x ()

9: temp + = WT ∗ x[NDOF ]

10: end for

11: y[GDOF ]← temp

12: end if

13: return y

14: end procedure

Algorithm 7 Cuda Kernal for Prolongation t = Wµ̂ operation

Input: Mesh and deflation group information (W ), µ̂

Output: Vector t

1: procedure Cuda Kernal for Prolongation operation: t = Wµ̂

2: threadId← blockIdx.x ∗ blockDim.x+ threadIdx.x

3: node← threadId . Each node is assigned a thread

4: if node < MaxNodes then

5: group = find the Deflation Group of node ()

6: GDof = gather Dofs corresponding to group from input global vector µ̂ ()

7: NDof = gather Dofs corresponding to node from output global vector t ()

8: t[NDof ] = W ∗ µ̂[GDof ]

9: end if

10: return t

11: end procedure

The percentage of plasticity was kept constant at 1% and the number of elements was varied. Fig. 12

compares the time required for ANSYS (PCG solver) against the proposed method. As one can observe the

proposed method (CPU) exhibits a 10X increase in speed for 1 million elements. Even larger gains were
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observed for higher percentage of plasticity. The ANSYS direct solver was 12X slower than its PCG solver

for 1 million elements.
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Figure 12: Computational time vs. number of elements using ANSYS and proposed method.

The data corresponding to Fig. 12 is listed in Table 1, for clarity.

Table 1: Comparing proposed method against ANSYS for increasing number of elements.

#Elements (×103) Proposed method; CPU (s) Proposed method; GPU (s) ANSYS; PCG/CPU (s)

25 4.31 2.57 33.60

57 8.71 4.80 58.80

100 14.31 8.21 120

200 32.15 21.41 216

500 85.39 52.07 566.77

1000 183.08 78.23 2027.08

4.6. Effect of voxelization

In the previous example, there was no meshing error induced by the voxelization. Here, we consider a

filleted L-Bracket illustrated in Fig. 13. The boundary conditions are identical to the boundary conditions

on the L-bracket geometry without fillet; see Fig. 3a.
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Figure 13: L Bracket with fillet geometry.

Fig. 14a illustrates the conforming mesh used in ANSYS simulation with approximately 100K elements,

while Fig. 14b illustrates the voxel-based mesh used in this paper, with approximately 100K elements.

 

 

 

 

a. b. 

Figure 14: Mesh discretization: (a) conforming mesh (ANSYS) and (b) voxel mesh (proposed).

The objective here is to compare the percentage plasticity predicted by ANSYS and proposed method,

i.e., to study the impact of voxelization on predicted plasticity.

In the first experiment, the load was kept constant at 1440 N, and the number of elements was varied.

Fig. 15 compares the percentage plasticity predicted by ANSYS, and the proposed method. While the two

differ by around 1%, observe that even with a conforming mesh, the ANSYS predicted percentage varies by

almost 1%.
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Figure 15: Comparison of plasticity percentage obtained by ANSYS and proposed method for varying number of elements at

a fixed load.

Next, the number of elements was kept constant at 100K, and the load was varied (see Fig. 16). Once

again, the plasticity percentage predicted differ, by at most 1%.
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Figure 16: Percentage plasticity predicted by ANSYS and proposed method for increasing loads, with fixed number of elements.

5. Residual Stress Prediction in SLM

As mentioned earlier, residual stress predictions in SLM is typically carried out in two distinct phases: (1)

a transient thermal analysis (either layer-by-layer or scan-by-scan), followed by a (2) elasto-plastic analysis

that uses the thermal load to compute residual stresses (again layer-by-layer, or scan-by-scan).
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In this paper, since the focus is on the second phase, we will replace the thermal analysis with an

inherent strain approach [38], [39]. The inherent strain approach creates an equivalent thermal load via an

off-line thermal-analysis on a sample line/patch. It is beyond the scope of this paper to discuss the merits

and weaknesses of the inherent strain strategy [40]. We merely use inherent strain analysis to provide the

thermal load for elasto-plastic analysis, and this can be replaced by a full scale thermal analysis, if necessary.

The sample part [38], [41] is illustrated in Fig. 17. The part is discretized using 662,892 voxel elements

(740,499 nodes). The finite element mesh was illustrated earlier in Fig. 1. The material parameters are: E=

104000 MPa (Young’s modulus), ν=0.33 (Poisson’s ratio), Y=768 MPa (Yield strength). The previously

mentioned elasto-plastic model was employed. The inherent strain vector was set to (-0.009, 0.007, -0.009)

[42] where the three components are in the following order: (1) parallel to scan direction, (2) along the build

direction and (3) transverse to scan direction in-plane.

Figure 17: Twin-cantilever geometry with dimensions in mm.

We have chosen a layer-by-layer simulation [42] for demonstration purposes:

• The part (excluding the base plate whose thickness is 4 mm as illustrated) is divided in to 20 numerical

layers; the height of each layer is 0.5 mm.

• Initially, the first layer is activated while other layers are kept inactive. Inherent strain is applied to

the first layer (equivalent to a thermal load); Newton iteration is performed to compute the plastic

strain and residual stresses.

• Inherent strain is then removed from the first layer (but the plastic strain is retained for accumulation).

Then the second layer is activated and inherent strain is applied, followed by Newton iteration.

• The process is repeated until layers are completed.

Typically, at the end of the simulation, a cutting process is simulated [39], [41].

Fig. 18 illustrates the plasticity percentage in the entire model as the layers are progressively deposited.

Observe that the percentage is fairly low, attesting to our prior assumptions. Observe that at layer 13 there
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is an abrupt change in geometry and a corresponding increase in total number of elements. It was observed

that only elements above the comb segments turned plastic, and we therefore observe a drop in percentage

plasticity.
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Figure 18: Percent plasticity in the model as layers are deposited.

A typical deformation plot is illustrated in Fig. 19 and the stress plot is illustrated in Fig. 20. The

wall-clock time for the full simulation was 6 hours. (Due to CPU-time licensing restrictions, the equivalent

model could not be executed on ANSYS.)

Figure 19: Twin-cantilever residual deformation (unit:mm).
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Figure 20: Twin-cantilever von-Mises stress.

6. Conclusions

In this paper, we have proposed and demonstrated a fast elasto-plastic solver that can be employed to

solve a variety of structural problems. In particular, the proposed solver is well suited for residual stress and

deformation predictions in selective laser melting (SLM) where one must repeatedly solve a series of elasto-

plastic problems over a large finite element mesh. The ability to rapidly predict residual stresses is essential

for process understanding and improvement. The proposed extension to the fast deflated matrix-free solver

[20] to elasto-plastic problems is a step in this direction.

In the introduction, we argued that 10,000 layers is typical needed for SLM. However, in the numerical

experiments, we limited ourselves to 20 layers due to practical (computational time) constraints. Given

the scalable nature of the proposed algorithm, we believe that 10,000 layers is achievable with further

improvements, and will be addressed in the future. Additional future work includes: (1) replacing the

inherent strain analysis with transient thermal analysis [43], (2) extending the solver to other plasticity

models, and (3) comparing the predictions against experimental results.
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Appendix A. Elasto-plastic material modeling

Appendix A.1. Elasto-plastic material model

The materials used in SLM are usually ductile metals which can be modeled as elastic-perfectly plastic. To

describe the underlying model, small deformation assumption with associative flow rule is widely employed

[44].
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Under small deformation plasticity theory, the (total) infinitesimal strain ε can be decomposed into a

plastic component εp and an elastic component εe:

ε = εp + εe. (A.1)

Assuming isotropic behavior, the Cauchy stress tensor σ is obtained using the elasticity tensor C:

σ = C : (ε− εp) , (A.2)

where

C = KI⊗ I + 2GID. (A.3)

Here, G and K are rigidity and bulk moduli of the material, respectively. ID = I − 1
3I ⊗ I, where I ⊗ I is

tensor product of unit second order tensors. To determine the plastic strain εp in Eqn. A.2, knowledge of

flow rule and hardening behavior is required, and this is described next.

The state of the material – elastic or plastic – is determined by the yield function Ψ, where the yield

surface (plastic envelope) is represented as Ψ = 0. For ductile metals, yielding is commonly described by

pressure independent von-Mises yield criterion. According to this criterion, plastic yielding begins when the

deviatoric stress reaches a critical value, and the yield function is given by:

Ψ (σ,β) = |str (σ,β)| − Y. (A.4)

Here, Y =
√

2
3σy where σy is the initial yield stress, and the deviatoric stress is given by:

str = IDσ − β, (A.5)

where β is the hardening variable relating thermodynamical forces.

The variable β depends on the hardening model used; for linear kinematic hardening,

β = aχ (A.6)

where a is the (positive) hardening constant and χ is internal hardening variable. In this study, we assume

a = 0, i.e., a perfectly plastic material. For perfect plasticity, β and χ variables drop out of the model.

However, we have included them in the discussion since the algorithms proposed in the paper can be easily

applied to linear kinematic or isotropic hardening behavior.

In metals, associative flow rule is typically employed to find the incremental plastic strain and hardening

variable. Incremental plastic strain is given by:

ε̇p = λ̇
∂Ψ

∂σ
(A.7)

and the variable χ evolves according to:

χ̇ = −λ̇ ∂Ψ

∂β
(A.8)

where, λ̇ is the plastic multiplier.
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Finally, Karush-Kuhn-Tucker (KKT) and consistency conditions are required to complete the set of

constitutive model to describe plastic loading and unloading:

λ̇ ≥ 0, Ψ (σ,β) ≤ 0, λ̇Ψ (σ,β) = 0 (KKT conditions) (A.9)

λ̇Ψ̇ (σ,β) = 0 (consistency condition) (A.10)

In the finite element context, to discretize Eqns. A.7 and A.8, we employ an unconditionally stable

(implicit) backward Euler scheme, using the elastic predictor-plastic corrector method [22] described below.

Appendix A.2. Elastic predictor-plastic corrector method

Given the (total) infinitesimal strain tensor εk at time step k and the variables εk−1
p and χk−1 at time

step k − 1, the aim is to find plastic strain εkp, tangent stiffness operator Dk
t and χk at time step k.

Step 1: Elastic predictor

With known εk, εk−1
p and χk−1, trial Cauchy stress tensor σk

tr is computed according to A.2 as:

σk
tr = C :

(
εk − εk−1

p

)
(A.11)

According to Eqn. A.4, von-Mises yield criterion becomes:

Ψ
(
σk
tr,β

k−1
)

=
∣∣str (σk

tr,β
k−1
)∣∣− Y (A.12)

and from Eqn. A.5,

str = IDσ
k
tr − βk−1. (A.13)

If Ψ
(
σk
tr,β

k−1
)
≤ 0, then the current step is an elastic step with

∆λ̇ = 0, σk = σk
tr, ε

k
p = εk−1

p , χk = χk−1, βk = βk−1, Dk
t = C. (A.14)

Otherwise, if Ψ
(
σk
tr,β

k−1
)
> 0, then the algorithm proceeds to the next step.

Step 2: Plastic corrector

In this step, ∆λ̇ > 0 and the flow rules are discretized using implicit Euler scheme to give the following

expressions [23] for linear kinematic hardening with von-Mises yield criteria:

εkp = εk−1
p +

(∣∣sktr∣∣− Y )nk
tr

2G+ a
(A.15)

and

βk = βk−1 +
a
(∣∣sktr∣∣− Y )nk

tr

2G+ a
(A.16)

where, nk
tr = sktr/

∣∣sktr∣∣. Cauchy stress tensor is updated as:

σk = σk
tr −

2G
(∣∣sktr∣∣− Y )nk

tr

2G+ a
(A.17)

and consistent tangent operator is given as:

Dk
t = C− 2GID +

4G2

2G+ a

Y∣∣sktr∣∣ (ID − nk
tr ⊗ nk

tr

)
. (A.18)

27



Appendix A.3. Non-linear FEA for elastic-perfectly plastic material

In the framework of non-linear FEA with Newton-like iterative method, the above predictor corrector

algorithm is used to obtain the incremental displacement vector δuk at each step (Newton iteration) k. The

procedure to obtain incremental displacements for elastic-perfectly plastic material model (a = 0), for small

strain plasticity with associative flow rule and von-Mises yield criteria (J-2 plasticity) is summarized below.

Given nodal displacement vector uk−1 and plastic strain tensor εk−1
p from previous step, the goal is to

obtain incremental displacement vector δuk and thus, nodal displacement vector uk at the current (kth)

Newton iteration. From nodal displacement uk−1, the total strain is written as

εk = Buk−1, (A.19)

where B is strain-displacement matrix. With plastic strain εk−1
p and total strain εk known, we compute

trial stress σk
tr given by Eqn. A.11 and trial deviatoric stress sktr = IDσ

k
tr. Depending on the yield criterion,

Cauchy stress tensor is updated as follows:

σk =


σk
tr, if

∣∣sktr∣∣ ≤ Y
σk
tr −

(∣∣sktr∣∣− Y )nk
tr, if

∣∣sktr∣∣ > Y

(A.20)

where, nk
tr = sktr/

∣∣sktr∣∣. This expression of Cauchy stress tensor is used for computing internal force vector

Fint given by Eqn. 2.

The consistent tangent operator is obtained by the expression,

Dk
t =


C, if

∣∣sktr∣∣ ≤ Y
C− 2GID + 2G Y

|sktr|
(
ID − nk

tr ⊗ nk
tr

)
, if

∣∣sktr∣∣ > Y

(A.21)

This is employed to compute the tangent stiffness matrix in Eqn. 4.

Using Fint and Dk
t , incremental nodal displacement vector δuk is then obtained by solving Eqn. 3. Using

δuk, we obtain the nodal displacement vector uk using Eqn. 5.

Plastic strain is updated at every step k as:

εkp =


εk−1
p , if

∣∣sktr∣∣ ≤ Y
εk−1
p +

(|sktr|−Y )nk
tr

2G , if
∣∣sktr∣∣ > Y

(A.22)

Generally, when k = 1, u0 and ε0
p values are initialized to zero.
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